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Abstract 

We describe content-aware layout (CAL), a technique 

that automatically arranges windows on a user’s desk-

top. Unlike conventional window managers that auto-

matically cascade or tile each window without regard to 

its content, CAL uses information about the contents of 

windows to help decide if and where they should be 

placed. We present the approach to designing CAL, as 

well as its implementation. We then conclude with a 

discussion about future work and CAL’s potential use in 

large display environments. 
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Introduction 

Computer users often need to interact with more than 

one document at a time. Consequently, they often rear-

range their windows by resizing and/or repositioning 

them.  Most window managers provide ways to bring 

obstructed content to the front through the use of “alt-

tab” (or, in the case of Mac OS X, “command-tab”), 

which invokes a menu containing a list of open windows  
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(in Mac OS X, a list of open applications) from which 

the user can choose.  

Some commercial window managers automatically re-

arrange windows, such that each one is unobstructed. 

For example, Microsoft Windows can tile or cascade 

each window ordered by recency of use. In contrast, 

Apple’s Exposé scales, tiles, and neatly rearranges all 

open windows (or all open windows of a particular ap-

plication) at the press of a key. However, none of these 

approaches take into account window content (as op-

posed to window type).   

In this paper, we discuss the design and preliminary 

implementation of content-aware layout (CAL), an ap-

proach that considers the content of a window to help 

determine if and where it should be placed on the 

screen. For example, in Figure 1(b), after a user has 

selected a text string in a window, CAL presents only 

those windows that contain the selected text, arranging 

the windows so that the search results are aligned hori-

zontally. We will show that taking into account the 

characteristics of the content, along with the user’s 

task, potentially makes for more effective layouts. 

Related Work 

We summarize relevant work in bringing obscured con-

tent into focus and automatically arranging content in 

user interfaces. 

Bringing Obscured Content to Focus 

Both alt-tab and Exposé are familiar techniques used to 

bring focus to an obstructed object. Applications, such 

as 3ds Max, Adobe Photoshop, and our mouse-over pie-

menu [16] allow users to cycle through a list of over-

lapping objects beneath the current mouse cursor posi-

Figure 1:  Comparison between Exposé and CAL prototype for 

a desktop with overlapping windows in which a user wants to 

locate other windows that contain the selected text, “angina”. 

(a) Using Exposé, a user can view scaled versions of all win-

dows of that application and visually search for the text. (b) 

Using CAL, the system presents only those windows that con-

tain the word “angina,” where search results are aligned hori-

zontally with the selected text. 

(a) 

(b) 
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tion. However, in all of these techniques, a user must 

know the approximate bounds of an obscured window 

to invoke the selective list containing it. 

Automatic Layout 

There has been extensive research in automatic layout 

using design grids [10, 14, 17, 23], machine learning 

[4, 25, 30, 34], evaluation techniques [8, 9, 18, 28, 29, 

31], and constraint solvers [1, 4, 6, 7, 11, 12, 13, 19, 

24, 32, 33], including those that adhere to aesthetic 

design criteria [21, 27].  (See Lok and Feiner [20] for a 

survey of this work.) 

CAL Approach 

Content-Aware Interaction 

CAL is built on the concept of making traditional tech-

niques content-aware by taking into account various 

characteristics of a document’s content to determine 

how to view or interact with it, an approach we have 

previously applied to transparency [16] and scrolling 

[15]. In applying it to layout, we hypothesized that by 

modifying an existing layout approach and making it 

content-aware, user interaction would be improved. 

Part of this involves applying layout criteria to the win-

dow’s contents, rather than to just the window bounds. 

Although this could be achieved by manually imposing 

constraints in other constraint-based layout systems [1, 

6], CAL does this automatically. 

Visual Scope 

We designed CAL with the intent to increase what Nor-

man and colleagues refer to as visual scope: “the de-

gree to which the user is able to integrate information 

across a display of multiple windows or screens and to 

grasp the whole of whatever is being displayed” [26].  

Maintaining visual scope is important because many 

tasks require visual access to multiple screen objects. 

Since it is not necessarily true that presenting more 

information to the user will make her more productive, 

CAL attempts to display no more than what is needed 

at a given time. For example, consider copying text 

from one window to another. If the system presents the 

user with more visual information than just the source 

and destination windows, the task may not be com-

pleted as quickly, or even correctly at all. In fact, ac-

cording to Norman and colleagues, if there is no rela-

tionship spanning the various screen objects, this may 

decrease the visual scope. Our goal is to match the 

user’s visual expectations of what is to be displayed on 

the screen with what is actually displayed. 

CAL Design 

Anchoring the Working Set 

With large displays, if content is not placed strategi-

cally, users may spend several seconds trying to locate 

it. During normal interaction, users often view or inter-

act with only a part of the display (or what has been 

referred to as the working set [5]). This can vary both 

physically and semantically from a paragraph of text to 

some meaningful subset of windows. CAL regards this 

area as important for two reasons: (1) it is the region 

where the user is currently working, and therefore, 

contains information that is important to the user at 

that time, and (2) it is the physical part of the screen 

containing content around which the user may wish to 

see additional contextual information. For these two 

reasons, if this region is known by the system during a 

layout operation, CAL uses it as an anchor area, a por-

tion of the screen around which a layout occurs. 

CAL allows the user to directly specify an anchor area. 

Although one could use an eye tracker to determine 
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where the user is gazing, or record the user’s mouse 

activity to determine what parts of the screen she is 

interacting with more than others, these methods may 

not accurately reflect the parts of the screen containing 

content in which the user is currently interested. For 

example, a user’s eyes may be fixated on one part of 

the screen, while her mouse is on another, making it 

ambiguous to the system as to which area is more im-

portant. However, if the user directly indicates her area 

of interest, this gives CAL a well-defined screen region 

containing content in which the user is interested.  

Layout Scheme 

Although alternative layout schemes may be more ap-

propriate for other types of content, we have chosen a 

linear horizontal array layout when dealing with text 

because it resembles side-by-side book pages, facilitat-

ing an easier visual context switch between the working 

set area and peripheral textual content. However, we 

made two distinct content-aware modifications. First, 

only those windows containing relevant content are laid 

out. Second, for each of these windows, the layout is 

performed with regard to the content within the win-

dow, not just the window bounds, as with most other 

layout managers. For example, in Figure 1(b) CAL hori-

zontally aligns relevant content. 

To avoid obstructing content, windows do not overlap in 

the current implementation. We are currently incorpo-

rating content-aware transparency [16] (CAT) to take 

advantage of screen space occupied by unimportant 

regions of neighboring windows. CAT varies the trans-

parency level of different window regions based on their 

importance. If unimportant regions are rendered trans-

parent, they can overlap otherwise hidden important 

regions of a neighboring window and thus expose them 

to the user. 

Application 

We have developed a prototype in which users can pe-

ruse text documents, called the CAL manager. The CAL 

manager is cross-platform and allows users to interact 

with custom text editor windows that behave like any 

other window on their desktop.  

Implementation 

We implemented the CAL manager using the Java 1.4 

SDK with a custom Swing library. We use our lab’s dy-

namic space manager [3] to control free space. 

Search Open Documents 

When a user peruses a text document created with the 

CAL manager, she can focus on windows containing 

similar content. By first selecting text in a window using 

any conventional selection mechanism (e.g., double 

clicking on a word), the user can then invoke a layout-

peripheral operation across all other open windows 

(through either a menu option or a ctrl-L shortcut key). 

Once invoked, the CAL manager takes the selected text 

as input, sets its current screen location as the anchor 

area, and for each document containing that search 

string, highlights the first occurrence, and then rear-

ranges it using a linear horizontal array layout scheme, 

such that the first occurrence within each document is 

lined up with respect to the anchor area, as shown in 

Figures 1 and 2. This allows the user to visually scan 

the search results in a single spatial dimension, ordered 

left-to-right in decreasing order of result hit count. The 

rearrangement is performed using a slow-in-slow-out 

animation over 500 ms, similar to that of Apple’s Ex-

posé and earlier work on automated layout [3]. The 
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Figure 2:  A user performs a search for “Albuterol” across all 

open windows. (a) By pressing ctrl-space, a search dialog 

appears. The user enters text and pressing return. (b) CAL 

then presents those windows that contain the text, where 

search results are horizontally aligned. 

 

location of each window is restored using the same 

shortcut key, or by pressing the “escape” key. 

A user can alternatively perform a search-and-layout 

operation across all open windows without first select-

ing any text. Pressing ctrl-space causes an input dialog 

to appear, which allows the user to enter a text string. 

Upon pressing return, windows containing that string 

are centered on the screen and arranged using the lin-

ear array layout scheme with its search results high-

lighted, as shown in Figure 2. 

 

For cases in which the screen cannot accommodate all 

relevant windows in one view, we have incorporated 

seam-awareness [22] by implementing an orthogonal 

non-linear magnification view of window content that 

would otherwise overlap a monitor seam, as shown in 

Figure 2. This is an effect similar to that used in the 

Fishnet web browser [2], except that, in CAL, distortion 

is performed non-uniformly, where content nearer to 

the screen edge is scaled by a larger factor. We do not 

allow any part of the window to be scaled at less than 

50% of its original size to maintain legibility. Before the 

layout is reverted, a user can click on the scaled win-

dow to view it temporarily in its original size. In all 

cases, the scaled window’s original size is restored 

when the layout is reverted. 

If the screen is still insufficiently wide, we display an 

initial set of windows, and then allow the user to iterate 

through the next set by pressing ctrl-right or ctrl-left to 

advance forwards or backwards, respectively. We are 

investigating supporting content-aware scrolling [15], 

to support scrolling through each search result within a 

window before the next set of windows is presented. 

Conclusions and Future Work 

We have presented an early prototype of content-aware 

layout, a technique that considers the content of win-

dows to determine if and where they should be placed 

on the screen. Users can perform a search operation 

that places the relevant content peripherally in a linear 

array layout scheme for easier visual access to the im-

portant content.  

We are incorporating CAL into a multi-monitor envi-

ronment in the Cardiothoracic Intensive Care Unit at 

New York Presbyterian Hospital, where attending and 

resident physicians need to create and peruse patient 

status notes. The system they use currently is very 

error-prone, and requires referencing contextual con-

The contents of windows that would 

otherwise overlap the screen edge 

are non-linearly scaled in width, 

such that the entirety of the window 

contents remains visible. No part of 

the window is scaled at less than 

50% of its original size to maintain 

content legibility. Highlighted text 

always remains at 100% scale. 

 

Horizontal scale decreases from  

left (100%) to right (min. of 50%) (a) 

(b) 
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tent in other windows. With the help of our colleagues, 

we are incorporating a high-level classification algo-

rithm to help retrieve documents that are “relevant” to 

completing a daily patient status note without having to 

match a textual search. We believe that CAL has the 

potential to improve productivity in this environment, 

as well as other large display systems. 
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